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Abstract
This study aims to illustrate an architecture of Massive Open Online Courses (MOOCs) structure from a perspective of Gaia methodology. MOOCs are current popular online teaching and learning trend in the fields of open and distance education. Software agents that come together to create the structure is called multi agent systems (MAS). The methodology of Gaia is based on the metaphor of organization in developing multi-agent systems. Limited researches have been conducted for the use of agents in the management or delivery of MOOCs that could provide improved design for MOOCs. This article presents an analysis of the architectural structure of MOOCs with multi-agent systems and sets goals for further research. The study proposes a design that includes the use of multi-agent based software systems with the aim to improve design, delivery, assessment and personalized management of MOOCs.
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KİTLESEL AÇIK ÇEVİRİMİ KURS (KAÇK)’LARIN GAIA YÖNTEMİ İLE MİMARİ TASARIMI

Özet

Anahtar Kelimeler: Kitlesel açık çevirimçi kurs, Çok etmenli sistemler, Gaia metodolojisi

1 Introduction
The advancement and use of e-learning systems substantially increase because of innovations brought by current technology. E-learning system is an important area of research to increase the quality of education, to promote information sharing and to enhance dialogue between tutors and learners. For this purpose, Massive Open Online Courses (MOOCs) are developed that a large number of participants can benefit as online or distance via the internet [1]. Hundreds of educators and thousands of learners can involve in MOOCs. This massive structure of MOOCs cause some pedagogical and technical challenges. For instance, giving feedback to thousands of learners and assessing their works appear very challenging in terms of educators. In this case, MOOCs need to be transformed into a more intelligent and autonomous structures.

Various improvements in MOOCs have been seen through the use of software agents in the autonomous, intelligent, reactive and proactive structure [2]. Software agents that come together to create the structure is called multi agent systems (MAS). Various MAS architectures and software development methodologies are put forward to the design of MAS and their implementations. As MOOCs are intended to involve large numbers of learners, it is considered that they are naturally appropriate for a multi-agent structure.

In the literature, there are various MAS methodologies such as Gaia [3], Tropos [4], Adelfe [5], MaSE [6], Prometheus [7] and INGENIAS [8] that offer a variety of approaches and define development activities for the process of development of a MAS software, interactions between activities and how to performing these activities in order to the fulfillment of the requirements of the agent-based software systems. While some of these methodologies such as MAS-CommonKADS [9] is based on artificial intelligence directly, most of them (e.g. PASSI [10] and Prometheus [7]) either in the extension of direct object-based methodologies or in the structure of including both artificial intelligence and object-based approaches (e.g. Gaia [3], Adelfe [5], MaSE [6] and INGENIAS [8]).

Gaia that is a MAS development methodology [11] has used in the design and analysis of MOOC MAS system with the widespread acceptance in agent-based software development due to offering a set of system development steps to define agent organizational models and determine internal relations of system components with the widespread acceptance in
agent-based software development. Gaia is a MAS methodology that use the society organization metaphor and aim to produce interaction and coordination models to define social relations, dependencies between agents and agent roles due to organizational nature of MAS. As an example of implementation of Gaia for a conference management system was achieved by other studies [12]. This study attempts to illustrate an architecture for MOOCs from a perspective of Gaia. Limited researches have been conducted for the use of agents in the management or delivery of MOOCs that could provide improved design, delivery and assessment of MOOCs.

Remained sections of this paper is structured as follows. The Gaia methodology is introduced in Section 2. MOOCs are defined in Section 3. Section 4 explains how the analysis and design of a MAS MOOC with Gaia is performed. In Section 5, discussion and future work is presented.

2 Gaia Methodology

The methodology [11] of Gaia is based on the metaphor of organization in developing multi-agent systems. A software system in Gaia is considered as the whole of organizations including a number of agents that play one or more roles and interact with each other in order to achieve its various purposes. In addition agents of the system appear in an environment where they interact to achieve their objectives. Apart from roles, interactions and the environment, Gaia takes into account two other abstractions that are organizational rules and organizational structures [13]. There are 3 main phases of the Gaia methodology that includes modelling of these abstract structures: Analysis Phase, Architectural Design Phase and Detailed Design Phase. Detailed information is given about these phases and models that Gaia includes in the following subsections.

2.1 Analysis Phase

The aim of this phase is to reveal the premise structure of the organization in terms of roles of the organization, the relationships of these roles with each other and interactions between these roles. In this phase, a set of organizational rules are prepared with “environmental model”, “preliminary role model” and “preliminary interaction model”.

An environment that an agent settled in an environmental model is considered as the whole of abstract resources where agents can detect and then act. These resources may be information the agents hold. A simple graphical illustration is recommended to illustrate environment resources in Gaia.

Roles of an agent is defined with 4 features in Gaia. These are; responsibilities, permissions, protocols and activities. Responsibilities that define the functionality of a role are represented by “liveness” and “safety” features. “Liveness” refer to benefit of the agent assumes the role and its liveness on this basis. “Safety” refer to avoid damages from the system and always being in a state of acceptable. On the other hand, permissions refer to rights of roles by identifying information resource of roles that can be used or not. Activities of a role are atomic tasks of agents carried out without interacting with other agents. Lastly, protocols are defined as being special patterns that belong to interactions of a role with other roles [14].

Liveness features are identified with liveness expressions in Gaia. Operators that can be used in these expressions are given in Table 1 the general structure of liveness expression is as follows.

<table>
<thead>
<tr>
<th>Role Name</th>
<th>Expression</th>
</tr>
</thead>
<tbody>
<tr>
<td>ROLE_NAME</td>
<td>expression</td>
</tr>
</tbody>
</table>

A role model consist of a set of role schema. In each role schema, characteristics that belong to a role mentioned above are illustrated.

Interaction protocols are defined in terms of characteristics and dynamics of the roles that interact in the premise interaction model which is a second output of the analysis phase. Defined protocol characteristics are the definition of protocol name, protocol initiator, protocol partner, inputs, outputs and textual protocol [11].

On the other hand, rules to be followed in the organization need to be determined in the analysis phase for system organization to be defined properly in the architecture phase. Organizational rules can be instantaneous or temporal by taking into account a moment in time or the time slot[b]. First-order temporal logic expressions are proposed to be used in Gaia for formal representation of organizational rules. Temporal connectives that can be used in representation of organizational rules are listed in Table 2. Temporal models use ◯, ◻, □, ○, ◊, W, U and symbols to indicate these time status respectively: next, in the end, always, until it is, without it is, previous.

2.2 Architectural Design Phase

The primary aim of this phase is the determination of the most appropriate organization structure for functional characteristics of multi-agent system worked on and organization characteristics identified in the analysis phase of multi-agent system environment.

The organizational structure of the system is introduced in line with a topology and control regime. The most appropriate organizational structure of the agent for multi-agent system is aimed to be chosen by defining the organizational structure according to a topology. Control regime determines control mechanism and how the interactions between organization members are going to be. Distribution of work needs to be reasonable and at the same time system liveness and safety conditions need to be ensured due to limited information members in an organization can handle per unit of time. The organization structure is determined in accordance with above information. As the organization of multi-agent systems is important for the real world, this arrangement in Gaia is based on the Organization Theory introduced by Simon [15].

Once multi-agent system organizational structure is determined in this phase, preliminary role and interaction models are detailed and completed in the analysis phase. The
system designer determines which roles would interact with which roles (topology) and which protocols would be operated during these interactions (control regime).

2.3 Detailed Design Phase
After general architecture of the system with all roles and interactions is determined, agent and service models are prepared for the implementation of multi-agent system in this phase. In agent model agent categories, roles and instance quantities specified and assigned. As identical matching between agent categories and roles would be, more than one role can assigned to an agent category in terms of the efficiency of the system. At the same time, all services associated with agent roles are defined in the Service Model. Services can be considered as functional methods of agent categories in terms of the object based perspective. However, there are some differences from the conventional object oriented approach due to the autonomous structure and self-organization of agent systems. For each service, inputs, outputs, working preconditions and termination conditions of the service in Gaia are specified. These features are generated from the information involved in models, e.g. protocols, rules, etc. that are outputs of previous phases of the Gaia development.

3 Massive Open Online Courses (MOOCs)
The Massive Open Online Course (MOOC) is a current popular online teaching and learning trend based on the learner-centered approach in the field of open and distance education. Key elements of a MOOC are being massive, open and online with more interactive ways [16]. A typical MOOC provides opportunities to deliver a higher education program as online for large numbers of learners. It can be said that the power of the MOOC is based on engaging participants actively and enabling to interact with each other. In this context, Coursera, Khan Academy, Udacity, EdX and FutureLearn are well-known pioneer platforms of MOOC.

The principles of MOOC base three distinctive characteristics which are Design, Delivery and Assessment. According to Siemens [17]; MOOCs are currently classified as xMOOCs, cMOOCs and quasi-MOOCs depending on their different pedagogical approaches (Design). Learning Management Systems (LMSs) store the data of thousands of participants from different origins (Delivery). Automated computer tools are facilitated to grade and assess participants’ practices (Assessment).

It is this paper’s intention that with the inclusion of Gaia, MOOCs can experience significant improvements in content quality, course delivery and assessments.

4 Analysis and Design of a Multi-Agent MOOC System with Gaia
In this study, the structures of MOOCs are investigated and delivering a course process is proposed. Steps of submitting a course proposal, evaluating the course proposals and adding to the system, delivering the content of the course added to the system to learners and assessing learners’ process take place in the proposed system. Tutors send prepared course proposals to the course manager. The course manager direct course proposals to the reviewer assigner to be evaluated by the appropriate referee. The reviewer assigner send course proposals to be evaluated by appropriate referee according their speciality. The course reviewer evaluate course proposals and send the review to the decision maker. According to the review, the decision maker decides to include the course in the system. The course content prepared by the tutor is transferred to the course designer after adding the course. Pop-up quizzes are asked about the course content in the identified times and whether learners follow the course is traced. In addition, feedbacks are sent to learners about insufficient subject by analyzing answers given to the quizzes. In specified period of the course, learners are subjected to tests and their grades are determined according to these test results.

Software agents that will take place in MOOC systems are expected to display behaviors of people take part in such a system in the real world. It is almost impossible for a tutor to assess thousands of learners or personalization of the course content according to learners’ educational background in the real world. For instance, a course designer identified above carried out as a software agent will be able to customize the course content based on students’ educational background and/or according to their physical disability situations (This is beyond the scope of this study and not performed in the design). Similarly although asking pop-up questions through the course process and giving feedback to thousands of learners appear to be very challenging, a software agent can give feedback and assess each learner thanks to an answer key given. Analysis and design of MOOCs architecture, which is introduced in Section 3, is fulfilled with the stage Gaia suggests for developing multi-agent software. Analysis, architecture design and detailed design is explained respectively in the following subsections.

4.1 Analysis
Analysis models and organizational rules that are introduced in subsection 2.1 are prepared for MOOCs based on guidance for a system analysis in Gaia methodology.

4.1.1 Environmental Model
In the environmental model, abstract information take place that agents would have and use. Resources considered to be used by agents included in MOOCs are course proposal, course content, test, quiz, feedback, assessment, answer, answer key, speciality, and review. Figure 1 illustrate the environmental model includes these resources. Tutors prepare course proposals and course contents for the courses that they want to register to the system. Course managers refer these proposals to review assigners. Appropriate reviewers that have already registered their specialties to the system are assigned and the assessment is carried out. Reviewed courses are added to the system. Course designer transfers the content of the courses that added to the system to the learner. Tutor assesses learners with tests and quizzes during the class process. The system gives feedback by evaluating answer of quizzes and tests received from learners and grade them with assessment at the end of the course.

![Figure 1. Environmental model of MOOC System.](image)

4.1.2 Preliminary Role and Interaction Model
The preliminary role that involve necessary roles and interactions to carry out the scenario explained in the environmental model and the interaction model is illustrated in Figure 2. This model provides a basis for the desired role model and interaction model in the stage of architectural design in
Gaia. When organizational roles and the structure is determined, role definitions and interactions turn out to be clearer. The preliminary role and the interaction models are framed in two parts in order to be clarified. In Figure 2-a, roles and interactions that are necessary for the role of tutor to register a course to the system are illustrated. In Figure 2-b, providing the course content to the role of learner from the role of tutor as well as roles and interactions required to evaluate the course are given.

4.1.3 Organizational Rules
Zambonelli et al. [13] suggest three terms and a function to express organizational rules with primary temporal logic:

1. \( \forall r.p \) : agent \( i \) plays role \( r \).
2. \( \forall r.p \) : role \( r \) initiates \( p \) protocol.
3. \( \forall r.p \) : \( r \) role is involved to operate \( p \) protocol.
4. \( \forall r.p \) : it informs how many agents undertake \( r \) role.

In this study, necessary rules are defined for Tutors to suggest a course proposal, for reviews to evaluate and for learners to access the content after the course was added and assessment steps that are considered for MOOC. Parametric expression are used to determine the constraints identified below as required in the implementation phase. For instance, at least three referees can be asked for the review to approve a course or this number may also vary. Another system administrator may ask for 5 referees. Therefore this value is expressed parametrically. Some of the organizational rules that are prepared to use in designing the system are:

1. Each course proposal (\( c \)) is evaluated by at least \( n \) referee:
   \( \forall c.\text{card}(\text{REVIEWER}(c)) \geq n \)
2. A Tutor (\( t \)) cannot evaluate his/her own course proposal:
   \( \forall t.\text{plays}(t, \text{TUTOR}(c)) \Rightarrow \forall t.\text{play}(t, \text{REVIEWER}(c)) \)
3. A Tutor cannot enroll his/her own course as learner:
   \( \forall t.\text{plays}(t, \text{TUTOR}(c)) \Rightarrow \forall t.\text{play}(t, \text{LEARNER}(c)) \)
4. A Learner cannot administrate the course enrolled as Tutor:
   \( \forall t.\text{plays}(t, \text{LEARNER}(c)) \Rightarrow \forall t.\text{play}(t, \text{REVIEWER}(c)) \)
5. The same course proposal should not be sent more than one time to a referee to evaluate (safety property):
   \( \forall c.\text{plays}(r, \text{REVIEWER}(c)) \Rightarrow \forall c.\text{play}(r, \text{REVIEWER}(c)) \)

Some of the organizational rules prepared to operate protocols are given below:

1. If a course proposal is taken, the proposal must be evaluated (liveness property):
   \( \forall c.\text{participate}(r, \text{AssignReviewer}(c)) \Rightarrow \text{initiate}(r, \text{ProvideReview}(c)) \)
2. Examiner cannot send an assessment the students who have not enrolled the related courses (safety property):
   \( \forall c.\text{participate}(r, \text{RegisterCourse}(c)) \Rightarrow \text{initiate}(t, \text{ProvideAssessment}(c)) \)
3. The number of assessments sent for a course cannot be larger than the number of students enrolled in the course (safety property):
   \( \forall c.\text{SubmittedAssessments}(c) \leq \text{card}(\text{LEARNER}(c)) \)

4.2 Architectural Design
In architectural design, the appropriate organizational structure for MOOCs is determined and the preliminary and interaction model which were introduced in the analysis phase are detailed and completed.

4.2.1 Organizational Structure
The multi-level hierarchical organization structure is considered as appropriate for a MOOC where thousands of learners can register and hundreds of tutors can propose a course that were evaluated by referees and involved in the system. MOOC Manager is considered as the administrator. Reviewer assigners who direct the course proposals to referees, review collectors who collect the evaluations from referees, decision makers who decide whether a course is given according to evaluations from referees, course managers who deal with course process management are considered as MOOC members. MOOC members operate necessary procedure by interacting reviewers and tutors. This hierarchical structure can be seen in Figure 3.

4.2.2 Role Model
A multi-level hierarchical multi-agent organizational structure considered for MOOCs is compatible with the preliminary role and interaction model carried out in the analysis phase. Some
roles that were not involved in the organizational structure are going to be performed by autonomous software agents. In this context, roles initially considered were finalized. These roles are: Course Manager, Reviewer Assigner, Course Reviewer, Review Collector, Decision Maker, Tutor, Course Designer, Examiner and Learner. Appropriate role schemas are prepared for each role in the architecture design. Properties such as liveness, safety etc. belong to roles are prepared in these schemas according to notation explained in Section 2.1. In role schemas there are role name, its description, protocols and activities, permissions and responsibilities. Actions that are embodied by the role are expressed in activities and written underlined. Interactions in other roles are displayed with protocols. Authorities of roles on resources in the environmental model at permission part are seen. In the responsibilities part, liveness and safety features of that role take place. The role schemas for the Tutor and Examiner roles are seen in Figure 4.

![Role Schema TUTOR](image)

**Role Schema TUTOR**

**Description:**
This role is responsible for generating course proposals, course contents, tests, answer keys and quizzes.

**Protocols and Activities:**
- GeneratesProposalAndAuthorization
- GeneratesContent
- GeneratesTest
- GeneratesAnswerKey
- GeneratesQuiz
- Only takes part in course proposal
- Only takes part in course content
- Only takes part in course tests
- Only takes part in answer keys
- Only takes part in course quizzes

**Permissions:**
- changes course proposal
- generates course content
- generates test
- generates answer key
- generates quiz

**Responsibilities:**
- Liveness: Tutor (handleContent | handleTest | handleAnswerKey | handleQuiz)
- GeneratedProposal (SubmitProposal | AuthorizeProposal)
- GeneratedContent (SubmitContent | SubmitTest | SubmitAnswerKey | SubmitQuiz)
- GeneratedTest
- GeneratedAnswerKey
- GeneratedQuiz

**Safety:**
- course proposal is successfully submitted.
- course content is successfully generated.
- test is successfully generated.
- answer key is successfully generated.
- quiz is successfully generated.

![Role Schema EXAMINER](image)

**Role Schema EXAMINER**

**Description:**
This role is responsible for providing tests, quizzes and sending feedbacks and assessments.

**Protocols and Activities:**
- GeneratesFeedback
- GeneratesAssessment
- ProvideTest
- ProvideQuiz
- SendFeedback
- SubmitAssessment

**Permissions:**
- generates feedback
- generates assessment
- reads answer

**Responsibilities:**
- Liveness: Examiner (feedback | assessment)
- GeneratedFeedback (SendFeedback | SubmitAssessment)
- GeneratedAssessment

**Safety:**
- feedback is successfully sent.
- assessment is successfully submitted.
- number of repeated learners + number of assessments

Figure 4. Role Schemas of Tutor and Examiner.

### 4.2.3 Interaction Model

Clarified protocols in the role model, that is, details of interactions between roles take place in the interaction model. A protocol started by which role, its partner role, inputs, outputs and description are illustrated in the interaction model. Interactions between roles took place in MOOCs design have been developed in the context of this study. In Figure 5, interaction model of TUTOR and EXAMINER roles that hold an important place in the design were illustrated. The role of TUTOR is to interact with the roles of COURSE MANAGER, DECISION MAKER, COURSE DESIGNER and EXAMINER. The responsibilities of this role are creating course proposal, course content, tests, quizzes and applying for a course proposal. TUTOR sends the course proposal to COURSE MANAGER via SubmitCProposal protocol. TUTOR is informed about confirmation of submitting the course proposal with the ConfirmSubmission protocol. The decision after revision of the course proposal is sent to the TUTOR role by the role of DECISION MAKER with InformTutor protocol. If the course has been added at the end of course review process, COURSE DESIGNER role asks for the course content from the role of TUTOR with CollectCContent protocol. The role of TUTOR presents the course content to the role of COURSE DESIGNER via ProvideCContent protocol. Then the role of TUTOR delivers tests, quizzes and answer keys to be used assessing learners to the EXAMINER role with SubmitTest, SubmitQuiz and SubmitAnswerKey protocols. The role of EXAMINER presents tests and quizzes received to the role of LEARNER via ProvideTest and ProvideQuiz protocols. The role of LEARNER transmits answers of tests and quizzes to the EXAMINER role via SubmitAnswer protocol. According to answers of quizzes the role of EXAMINER gives feedbacks to the role of LEARNER via SendFeedback protocol. According to answers of tests assessment is fulfilled and this evaluation is delivered to the role of COURSE DESIGNER with SubmitAssessment protocol.
4.3 Detailed Design

In the detailed design phase agent model and service models are formed for multi-agent MOOCs of which analysis and architectural design has been completed in the light of information described in Section 2.3.

4.3.1 Agent Model

9 different roles are determined as the result of analysis and architecture design of MOOCs following Gaia methodology. 6 software agent that play 9 different roles determined in the Agent model (Figure 6) have been identified.

The role of DECISION MAKER is the role of deciding if the course has been added according to reviews of referees after peer review process and this role will be played by MOOC Manager Software agent. Roles of COURSE MANAGER, REVIEW COLLECTOR, REVIEWER ASSIGNER, COURSE DESIGNER, TUTOR and COURSE REVIEWER will be played by MOOC Member software agent in line of the organizational rules. In the considered MOOC system, roles of TUTOR and COURSE REVIEWER will be played by Tutor and Course Review software agents respectively as non-members referees and tutors of MOOC to take part in the system.

Figure 5. Interaction Model of Tutor and Examiner Roles.

![Figure 5](image)

<table>
<thead>
<tr>
<th>Protocol Name</th>
<th>Initiator</th>
<th>Partner</th>
<th>Inputs</th>
<th>Outputs</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>SubmitProposal</td>
<td>Tutor</td>
<td>CourseManager</td>
<td>Course proposal</td>
<td>Confirmation details</td>
<td>Signals the submission of a course</td>
</tr>
<tr>
<td>ConfirmSubmission</td>
<td>CourseManager</td>
<td>Tutor</td>
<td>Tutor details</td>
<td>-</td>
<td>Confirms the receipt of a course submission</td>
</tr>
<tr>
<td>InformTutor</td>
<td>DecisionMaker</td>
<td>Tutor</td>
<td>End of decision</td>
<td>-</td>
<td>Informs the acceptance/rejection of a course</td>
</tr>
<tr>
<td>CollectCContent</td>
<td>CourseDesigner</td>
<td>Tutor</td>
<td>End of course</td>
<td>Course Contents</td>
<td>Requests the course content from the Tutor</td>
</tr>
<tr>
<td>SubmitCContent</td>
<td>Tutor</td>
<td>CourseDesigner</td>
<td>CourseDesigner</td>
<td>-</td>
<td>Indicates contents of the courses</td>
</tr>
<tr>
<td>SubmitTest</td>
<td>Tutor</td>
<td>Examiner</td>
<td>Examiner details</td>
<td>-</td>
<td>Indicates tests prepared by the tutor</td>
</tr>
<tr>
<td>SubmitQuiz</td>
<td>Tutor</td>
<td>Examiner</td>
<td>Examiner details</td>
<td>-</td>
<td>Indicates quizzes prepared by the tutor</td>
</tr>
<tr>
<td>SubmitAnswerKey</td>
<td>Tutor</td>
<td>Examiner</td>
<td>Examiner details</td>
<td>-</td>
<td>Indicates answer keys prepared by the tutor</td>
</tr>
<tr>
<td>ProvideTest</td>
<td>Examiner</td>
<td>Learner</td>
<td>Learner details</td>
<td>Test details</td>
<td>Shows the test questions to the Learner</td>
</tr>
<tr>
<td>ProvideQuiz</td>
<td>Examiner</td>
<td>Learner</td>
<td>Learner details</td>
<td>Quiz details</td>
<td>Shows the quiz questions to the Learner</td>
</tr>
<tr>
<td>SubmitAnswer</td>
<td>Learner</td>
<td>Examiner</td>
<td>Answers</td>
<td>-</td>
<td>Learner answers the test and quiz questions</td>
</tr>
<tr>
<td>SendFeedBack</td>
<td>Examiner</td>
<td>Learner</td>
<td>Learner details</td>
<td>Feedback</td>
<td>Feedbacks for the answers</td>
</tr>
<tr>
<td>SubmitAssessment</td>
<td>Examiner</td>
<td>CourseDesigner</td>
<td>End of the</td>
<td>Assessment information</td>
<td>Indicates the assessments completed by examiners</td>
</tr>
</tbody>
</table>

Figure 6. Agent model of MOOC system.

4.3.2 Service Model

A service model has been prepared for each role in the MOOC system. Inputs and outputs of activities determined for roles in the role model, precondition and termination conditions are located in the service model. Due to its importance in the MOOC system, service models of the role of EXAMINER are given in Figure 7.

Important services in the role of EXAMINER are services of Generate FeedBack and Generate Assessment. In the Generate FeedBack, feedbacks are formed according to answers of...
Participant support on massive open online courses.,” The International Review Of Research In Open And Distributed Learning, Vol. 12, no. 7, pp. 74-93, 2011.


